**DAA LAB 11 EXERCISE**

**PRATEEK MOHANTY**

**20BCE1482**

* **CLOSEST PAIR PROBLEM**

**CODE**

#include<iostream>

#include<cmath>

using namespace std;

class Points

{

    public:

    int x;

    int y;

};

float distance(int x1,int y1,int x2,int y2)

{

    int xdis=x1-x2;

    int ydis=y1-y2;

    float res=pow(xdis\*xdis + ydis\*ydis,0.5);

    return res;

}

void closestPairPoints(struct Points point1[],int n)

{

    int min=INT16\_MAX;

    int xindex1=-1,yindex1=-1;

    int xindex2=-1,yindex2=-1;

    for(int i=0;i<n;i++)

    {

        int xpoint=point1[i].x;

        int ypoint=point1[i].y;

        for(int j=i+1;j<n;j++)

        {

            int xpoint1=point1[j].x;

            int ypoint1=point1[j].y;

            float t=distance(xpoint,ypoint,xpoint1,ypoint1);

            if(t<min)

            {

                min=t;

                xindex1=point1[i].x;

                yindex1=point1[i].y;

                xindex2=point1[j].x;

                yindex2=point1[j].y;

            }

        }

    }

    cout<<"Closest pair of points are: "<<"("<<xindex1<<","<<yindex1<<")";

    cout<<" "<<"("<<xindex2<<","<<yindex2<<")"<<endl;

    cout<<"The distance between the points are: "<<distance(xindex1,yindex1,xindex2,yindex2);

}

int main()

{

    cout<<"Enter the number of points: ";

    int n;

    cin>>n;

    struct Points arr[n];

    for(int i=0;i<n;i++)

    {

        int x,y;

        cin>>x>>y;

        arr[i].x=x;

        arr[i].y=y;

    }

      closestPairPoints(arr,n);

    return 0;

}

**OUTPUT**

**![](data:image/png;base64,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)**

* **GRAHAM SCAN CONVEX HULL ALGORITHM**

**CODE**

#include<iostream>

#include<stack>

#include<stdlib.h>

using namespace std;

// Graham scan algorithm for convex hull

// Time complexity : O(nlog(n))

struct Point

{

    public:

     int x;

     int y;

};

// BOTTOM MOST POINT

Point lowesty;

// checking if the points are clockwise or counterclock wise

int ccw(Point a,Point b,Point c)

{

    float area =(b.x-a.x)\*(c.y-a.y)-(b.y-a.y)\*(c.x-a.x);

    if(area<0)return 2;   // anticlockwise

    if(area>0) return 1 ;  // clockwise

    return 0;    // collinear points

}

// Point next to the top of stack

Point stackNext(stack<Point>&s)

{

    Point p=s.top();

    s.pop();

    Point res=s.top();

    s.push(p);                // putting back the first point in the stack

    return res;

}

// function to swap two points

void swap(Point &p1,Point &p2)

{

    Point temp=p1;

    p1=p2;

    p2=temp;

}

// calculating the distance between two points for sorting in case they are collinear

int dist(Point p1,Point p2)

{

    return (p1.x-p2.x)\*(p1.x-p2.x)+(p1.y-p2.y)\*(p1.y-p2.y);

}

int compare(const void \*vp1,const void \*vp2)

{

      Point \*p1=(Point \*)vp1;

      Point \*p2=(Point \*)vp2;

      // Find orientation

      int r=ccw(lowesty,\*p1,\*p2);

      if(r==0)

      {

          // points are collinear

          // then sort based on closets point first

          return (dist(lowesty,\*p2)>=dist(lowesty,\*p1))?-1:1;

      }

      if(r==2)return -1;

      else return 1;

}

void convexHull(Point points[],int n)

{

    // finding the bottom most point

    int ymin=points[0].y,min=0;

    for(int i=1;i<n;i++)

    {

        int y=points[i].y;

        // choose the bottom most or the left most point

        // if two points are equal choose the left most point

        if(y<ymin || (ymin==y && points[i].x<points[min].x))

        {

            ymin=points[i].y;

            min=i;

        }

    }

    // swap the minimum point to the first position

    swap(points[0],points[min]);

    // sort n-1 points with respect to the first point.

    // A point p1 comes before p2 in sorted output if p2

    // has larger polar angle (in counterclockwise direction) than p1

    lowesty=points[0];

    qsort(&points[1],n-1,sizeof(Point),compare);

    // removing all the collinear points and keeping only the last one

    int m=1;

    for(int i=1;i<n ;i++)

    {

        // keep moving i while the angle is same

        // with respect to p0

        while(i<n-1 && ccw(lowesty,points[i],points[i+1])==0)

        i++;

        points[m]=points[i];

        m++;

    }

    // If modified array of points has less than 3 points

    // convex hull is not possible

    if(m<3) return ;     // less than 3 points cannot form convex hull

   // create an empty stack

   stack<Point >s;

   s.push(points[0]);

   s.push(points[1]);

   s.push(points[2]);

   // process for remaining n-3 points

   for(int i=3;i<m;i++)

   {

          while(s.size()>1 && ccw(stackNext(s),s.top(),points[i])!=2)

          s.pop();

          s.push(points[i]);

   }

   // finally stack has the output points

   while(!s.empty())

   {

       Point p=s.top();

       cout<<"("<<p.x<<","<<p.y<<")"<<endl;

       s.pop();

   }

}

// sorting the points based on polar angle with the left most point

int main()

{

    cout<<"Enter the number of points: ";

    int n;

    cin>>n;

    Point points[n];

    cout<<"Enter the x and y coordinates of the points: ";

    for(int i=0;i<n;i++)

    {

           int x,y;

           cin>>x>>y;

           points[i].x=x;

           points[i].y=y;

    }

    convexHull(points,n);

    return 0;

}

**OUTPUT**

**![](data:image/png;base64,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)**

* **Fulkerson algorithm for finding maximum flow**

**CODE**

#include<iostream>

#include<limits.h>

#include<queue>

#include<string.h>

using namespace std;

// Number of vertices in given graph

#define V 6

// function returns true , if it is a path from source to sink

bool sourceTosink(int rGraph[V][V],int s,int t,int parent[])

{

    bool visited[V];

    // initialize the visited array to 0

    memset(visited,0,sizeof(visited));

     // Create a queue, enqueue source vertex and mark source

    // vertex as visited

    queue<int>q;

    q.push(s);

    visited[s]=true;

    parent[s]=-1;

    // standard BFS Loop

    while(!q.empty())

    {

        int u=q.front();

        q.pop();

        for(int v=0;v<V;v++)

        {

            if(visited[v]==false && rGraph[u][v]>0){

                if(v==t){

                    parent[v]=u;

                    return true;

                }

                q.push(v);

                parent[v]=u;

                visited[v]=true;

            }

        }

    }

}

int fordFulkerson(int graph[V][V],int s,int t)

{

    int u,v;

    int rgraph[V][V];

    int max\_flow=0;

    for(int i=0;i<V;i++)

    {

        for(int j=0;j<V;j++)

        rgraph[i][j]=graph[i][j];

    }

    int parent[V];

    while(sourceTosink(rgraph,s,t,parent)){

        int path\_flow=INT16\_MAX;

        for(int i=t;i!=s;i=parent[i]){

            u=parent[i];

            path\_flow=min(path\_flow,rgraph[u][i]);

        }

        for(int i=t;i!=s;i=parent[i])

        {

            u=parent[i];

            rgraph[u][i]-=path\_flow;

            rgraph[u][i]+=path\_flow;

        }

        // Add path flow to overall flow

        max\_flow+=path\_flow;

    }

    return max\_flow;

}

int main()

{

    int graph[V][V]

        = { { 0, 16, 13, 0, 0, 0 }, { 0, 0, 10, 12, 0, 0 },

            { 0, 4, 0, 0, 14, 0 },  { 0, 0, 9, 0, 0, 20 },

            { 0, 0, 0, 7, 0, 4 },   { 0, 0, 0, 0, 0, 0 } };

    cout << "The maximum possible flow is "

         << fordFulkerson(graph, 0, 5);

    return 0;

}
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**![](data:image/png;base64,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)**